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Chapter

2
Getting Started

Before we begin using Docker, we are going to need to install it. There will be a few caveats 
that we are going to discuss as we go through the installation because, unless you are on Linux, 
we’re going to need some extra software to utilize Docker. This will create some extra issues 
down the road, but rest assured I’ll keep you abreast of the more disasterous pitfalls that you may 
encounter, or various issues that might arise on non-Linux systems.

The installation is normally fairly easy no matter what OS you are going to use, so let’s get 
cracking. We’re going to install Docker 1.6. I’ll go over some basic installation, but you can 
always refer to https://docs.docker.com/installation/ for anything special or other Operating 
Systems if you aren’t using Windows, OSX, or Ubuntu.

Throughout this book, I’m going to be using Ubuntu for all of the examples because it not only 
gives us a full operating system to work with as a host, but it’s also very easy to set up. There are 
smaller Linux distributions that are designed for running Docker, but we are more worried about 
development at this stage. Since we’re using containers it doesn’t really matter what the host OS 
is.

If you are running Windows or OSX I would also highly recommend setting up an Ubuntu 
virtual machine instead of using the installation instructions later in this chaper for those 
operating systems. The reason for this is because on non-Linux systems we will need to utilize a 
virtual machine to provide a way for our Docker containers, which rely on Linux subsystems, to 
function. OSX and Windows have a tool called Docker Toolbox which will set all of this up for 
you however. It is more seamless than the older boot2docker system, which was a third-party 
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system that set up a VM and provided commands for working with the virtual machines. Docker 
Toolbox installation is detailed below.

Installing Docker
Ubuntu

Since Ubuntu ships with Long Term Release releases, I would recommend installing Ubuntu 
14.04 and using that. The following instructions should work just fine for 14.10 or 15.04 as well. 
Ubuntu does have Docker in it’s repositories but it is generally out of date pretty quickly so 
we’re going to use an apt repository from Docker that will keep us up-to-date. Head on over to 
http://www.ubuntu.com/download/server and download the 14.04 LTS Server ISO and install it 
like normal. If you’d like a GUI, grab the desktop version. Either one will work. I’ll be using the 
Desktop version with the intent to deploy to Ubuntu 14.04 Server.

If you’ve never installed Ubuntu before, Ubuntu provides a 
quick tutorial on what to do. Server instructions can be found at 
http://www.ubuntu.com/download/server/install-ubuntu-server and Desktop instructions can be 
found at http://www.ubuntu.com/download/desktop/install-ubuntu-desktop.

There’s a few commands we can run to set up the Docker repository. Open up a terminal and 
install Docker:
$ sudo -i 
$ wget -qO- https://get.docker.com/ | sh 
$ usermod -a -G docker [username] 
$ exit 
$ sg docker

Line 1 switches us to the root user to make things easier. Lines 2 runs a script that adds the 
repository to Ubuntu, updates apt, and install Docker for us. Line 3 sets up your user to use 
Docker so that we do not have to be root all of the time, so replace [username] with your 
actual user you will use.

We can make sure that the Docker engine is working by running docker -v to see what 
version we are at:
$ docker -v 
Docker version 1.9.0, build 76d6bc9

To make sure that the container system is working, we can run a small contaier.
$ docker run --rm hello-world

Ubuntu is all set up!

Windows 10 with Hyper-V
In 2016 Docker formally released a beta of Docker that runs on Windows, if your version of 

Windows includes Hyper-V. This includes Windows 10 Professional, Enterprise, and Educa-
tion. If you have Home, you will need to upgrade to Windows 10 Professional to be able to use 
Hyper-V.
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Head on over to the 
Docker Products[1] and 
download the package 
for Windows. The 
Docker Beta for includes 
Docker Engine, Compose, 
Machine, and Swarm all 
ready to be installed, and 
the installer will also 
enable Hyper-V.

Launch the Installer. 
Accept the install agree-
ment and let Docker install. 
Once the installer is done, 
make sure the ‘Launch 
Docker’ option is selected 
and finish the installation. 
That’s it! See Figure 2-1.

Docker will start itself 
up. If Hyper-V is not 
installed, it will prompt 
you to install Hyper-V and 
then restart the PC (Figure 
2-2). This may take a few 
additional moments, and 
your PC may restart a few 
times.

Once that is all finished 
you will have a ‘Docker 
for Windows’ icon on your 
desktop, and a Docker icon 
in your notification tray. As long as it is not red, you should be able to power up a Powershell 
window and run docker -v to make sure everything is working.
$ docker -v 
Docker version 1.12.0-rc2, build 906eacd, experimental

[1] Docker Products: https://www.docker.com/products/docker#windows

FIGURE 2-1

FIGURE 2-2
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Out of Memory Issues
On my test laptop, which has 4GB of RAM, I had to lower the VM memory usage all the way 

down to 1024 MB before it would run. I am not 100% sure why exactly, as I had more than 2 GB 
of available RAM at startup. If you get this error, right-click on the Docker icon in your notifica-
tion tray, select ‘Settings’, and then ‘Advanced.’ Lower the Memory slider until you are able to 
start Docker.

Windows 7/8/8.1
Docker and Microsoft have 

released a version of Docker 
that runs under Hyper-V, but 
only for users of Windows 10 
Professional or higher. For 
users of older versions, or lower 
versions of Windows 10, you 
will still need to download the 
Docker Toolbox[2], which will 
set everything up for us. The 
Toolbox includes the Docker 
client, Docker Machine, Docker 
Compose, Kitematic, and Virtu-
alBox. It does not come with 
Docker Swarm.

Start up the installer. When 
you get to Figure 2-3 you can 
install VirtualBox and git if 
needed. I’ve already got them installed so I’ll be skipping them but feel free to select those if 
needed. You should be good with the rest of the default options that the installer provides.

Since this changes your PATH, you will probably want to reboot Windows once it 
is all finished.

Once everything is all finished, there will be two new icons on your 
desktop or in your Start menu. Open up “Docker Quickstart Terminal.” 
At this time Powershell and CMD support are somewhat lacking, so this 
terminal will be the best way to work with Docker. Once the terminal is up, 
run docker -v to see if you get a version number back.
$ docker -v 
Docker version 1.9.0, build 76d6bc9

[2] Docker Toolbox: https://www.docker.com/products/docker#windows

FIGURE 2-3
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